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## Overview

## Introduction

- What this tutorial is about
- What it is not about


## Terrain Visualization

- Problem
- Given: height values on regular 2D grid
- Task: render with 60 Hz
- Brute-force solution
- Render ~ 500 Mio tris
- Better solution
- view-dependent dyn. LOD,
 stripes, cache locality
- Idea: Quadtrees


## Avoiding Cracks

## Subdivision Scheme

- Quadtree induces 4-8 mesh

- Induces DAG
- "vertex j is child of i " $\Leftrightarrow$
$j$ is created by splitting at $i$
- Denote this by an edge (i,j)




## Storing the Quadtree

- Don't use pointers
- Find numbering scheme with little "dead numbers"
- Observation: subdivision scheme induces 2 quadtrees



## I sosurface Generation

- Problem
- Given: scalar field $f: \mathbb{R}^{3} \rightarrow \mathbb{R}$
- Task: find polygonal repr. of $f(\mathbf{x})=t$
- Discrete: curvilinear grid / regular grid
- Space: physical / computational space
- Task (discrete): find all cells with a node $<\mathrm{t}$ and a node $>\mathrm{t}$
- Simple algo ("marching cubes")

1. Compute sign for all nodes $(\oplus=>t)$;

2. Triangulate all cells according to LUT

Quadtrees


## Isosurface Generation with Octree

- Isosurface intersects volume assoc. with node $v$ $\Leftrightarrow v_{\text {min }}<t<v_{\text {max }}$
- Algo (obvious)
- Start with root
- Recurse into nodes satisfying condition
- Improvement
- Observation: edges are visited exactly 4 times
- Keep hash table of edges


Quadtrees

## Ray Shooting

- Applications: ray tracing, radiosity, volume visualization, terrain following, etc.
- Simplest solution: grid
- 3D octree

- Bottom-up
- Top-down

- Construction
- Start with root node $=U \times[-1,+1]^{2}$ and all objects associated
- Partition node iff

1. Too many objects, and
2. Cell too large.

- Partition set of objcets
- Shooting rays

1. Convert ray to 5D point
2. Find leaf of octree
3. Intersect ray with associated objects

- Optimizations ...


Quadtrees

Better independence from size of $N(p)$


## BSP Trees

- Generalization of $k$-d trees
- Definition (recursive)
- S = set of objects,
$S(v)=$ objects assoc. with node $v$,
$T(S)=B S P$ for set $S$


1. Case $|S| \leq 1$ :
$\mathrm{T}=$ leaf v storing $S(v):=S$
2. Case $|S| \geq 1$ :
$\mathrm{T}=$ tree with root $v$ storing $\mathrm{h}_{\mathrm{v}}$ and $S(v)$, $S(v):=\left\{x \in S \mid x \subseteq h_{v}\right\}$ children for sets $S^{+}(v)$ and $S^{-}(v)$,

$$
S^{+}(v):=\left\{x \cap h_{v}^{+} \mid x \in S\right\}
$$

## Texture Synthesis

- Properties of textures
- Stationary under moving window
- Locality of dependency


Algorithm
for all $p \in$ new image do find $p_{i} \in$ old image so that $\left|N(p)-N\left(p_{i}\right)\right|^{2}=\min$ set $\mathrm{p}:=\mathrm{p}_{\mathrm{i}}$


## Autopartitions

- Properties
- Each $h_{v}=$ plane of one polygon
- Each $S(v)=$ that polygon
- Complexity


## $O(n \log n)$

- In 2D: proven
- In 3D: experience for "wellbehaved" geometry



## BSPs for Object Representation

- Difference to orig. definition: stop only when $|S|=0$
- Leaves
- Homogenous convex cells
- Either inside or outside

- Construction
- Guided by heuristic


BSP Trees

- Operations: $\cap \cup \backslash \ominus$

- Algorithm

1. Split BSP by plane
2. Merge two BSPs
3. Compute operation on cells


BSP Trees

## Subalgorithm 1

- Split BSP T by plane H, polygon $p$ at root of $T$
- Output two new BSPs

- Cases:

1. $T$ is leaf:


## Subalgorithm 2

- Merge $\mathrm{T}_{1}$ and $\mathrm{T}_{2}$
- Output T with leaf cells $C$ such that

$$
C=\left\{c \mid c=c_{1} \cap C_{2}, c_{1} \in C_{1}, c_{2} \in C_{2}\right\}
$$

- Algorithm

1. $T_{1}$ or $T_{2}$ is leaf: perform operation on cell
2. Else:



