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ABSTRACT
In light of the complexity of introductory programming for young learners, visual programming has become more and more popular. In particular, block-based educational programming systems have emerged as an area of active research. This paper introduces an educational block-based programming application, enabling young learners to learn and make programs in the context of smart homes. In this application, smart objects have a set of primitive behaviors which can be integrated in the general features of programming languages like variables, conditionals, loops, and functions. The programming language is shown in a graphical interface to enable young students to program with the application. The development and implementation of this application, along with helping features for the students are described. In a pilot study with 20 7th grade students, the application’s effectiveness and ease of use are evaluated. The results show that students can fairly solve programming problems and make real programs in the context of smart homes. Feedback of the learners is presented and discussed.
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1 INTRODUCTION
Young learners often have difficulties with respect to designing, integrating, compiling, executing, and debugging in introductory programming [11, 24]. These difficulties experienced by young students are related to (i) students’ syntactical knowledge (e.g., syntax errors), and (ii) students’ conceptual and strategic knowledge (e.g., errors when assembling and manipulating code structure) [24]. Educational programming tools generally either support students to achieve results quickly, or introduce them to real programming development environments used by professionals [2]. However, we face the lack of a settlement between a pure programming development environment, e.g., Integrated Development Environment (IDE) and a simple interface designed for the students, allowing them to learn programming and to achieve results quickly. In this respect, visual block-based programming is designed to allow the students to learn programming and overcome the obstacles of syntax and manipulation of code structure [1, 2, 5]. Furthermore, visual block-based programming environments have the advantage to be more independent of young students’ native language and can be employed in different languages [10, 31]. Besides these programming environments, the existence of a motivating context is necessary. In the present contribution, the context is a real life-size smart home that reflects the programming activities of young learners. Smart homes are contexts that perfectly match the educational programming purpose and maintain the motivation of the learners as (i) they can easily see the consequences of their programming activities (e.g., as soon as someone enters the bathroom, the lights turn on), and (ii) they can experience the latest technologies and learn about the future.

We developed an educational block-based programming application to program smart homes. This approach enables young learners to learn and make programs which can be applied in smart homes. The application provides a graphical interface (see Fig. 1), and allows the learners to have a short time span between the development of ideas and the transformation and integration into a smart home. Learners have access to the standard programming language and can make
The main contributions of this paper are as follows:

2 BACKGROUND AND RELATED WORK

In this section, first, approaches using visual programming in educational tools and environments are introduced. Then, primitives which are designed and used in order to control the behavior of smart objects and smart environments are presented.

Visual Programming

Visual (graphical) programming has been used to make programming problems easier to understand and solve. Young learners can create complex programs with little training in visual programming environments [21, 22]. Visual programming is used in block-based programming editors such as Scratch [25], Snap! [12], Alice [6] and mBlock [17]. Scratch and Alice are generally used to make animations, games and interactive applications. Snap! is an extended reimplementation of Scratch, letting students to build their own blocks. Using mBlock allows young students to program robots and micro-controllers. Pencil Code is a block-based coding tool developed based on Droplet [1] to help young students work with JavaScript, CoffeeScript and HTML [2, 31]. Students are enabled to toggle between text code and blocks freely. This approach enhances familiarity with syntax while transferring from blocks to text code [2, 30, 31]. Visual programming, in particular Google Blockly, has been used as a client side of web-based environments in a number of educational and commercial applications and tools. MIT App Inventor [14], CodeIt [23], CustomPrograms [13], CoBlox [29], EESEM [28], and MakeCode [15] take advantage of Google Blockly in order to enable young learners and inexperienced users learning and making programs.

In contrast to a large part of this previous work, we seek to explore impacts of visual block-based programming environments with educational focus on young learners. We wish to support them in order to learn the general purpose of programming as well as rapidly prototype and customize ideas in the context of smart homes. Furthermore, we would like to introduce learners to new technologies which provide possibilities to tightly connect computer science to reality. In other words, we aim to introduce the future to young learners. In this respect, a visual block-based programming application is provided which enables learners to learn programming and implement their ideas into the development and control of real smart homes in order to motivate them to take part in that future.

Primitives and Smart Environments

In previous research, capabilities of smart devices were organized into Primitives. CustomPrograms [13] and CAR-MEN [20] use this method to implement robots’ behavior and capabilities into primitives. Each primitive robot behavior can be called through a function such as navigating the robot to a location. These primitives are used in order to design a visual block-based application which enables students with disabilities (e.g., deafness, muscular dystrophy, and attention deficit disorder) to program Clearpath Turtlebot, capable of delivering items and autonomously navigating its environment [23]. Furthermore, BlocklyDuino which is used in [16] takes advantage of this method to enable preschool and elementary school children to program and control the behavior of Arduino boards.

Smart Environments are composed of a set of smart and controllable household appliances. Web socket communication protocol [9] and Remote Procedure Call (RPC) technology [3, 8] are fairly used as a Web-based interaction to
control them. This way, HTTP GET and POST requests that return JavaScript Object Notation (JSON) [4] responses are used to communicate between user and Web server. BEESM takes advantage of using primitives in order to enable inexperienced users and novice programmers to program smart environments as well as mobile robots (e.g., Turtlebot) and micro-controllers (e.g., Arduino or WeMos boards) one at a time and in combination with each other [28].

3 OVERVIEW OF THE APPLICATION

The proposed educational block-based programming application is based on BEESM, enabling young learners to learn and make programs in the context of smart homes. Different features of Hypertext Preprocessor (PHP) programming language [27] like variables, data types, conditionals, loops, predefined functions, and operators are included in the application.

In this section, the application and its primitives are presented. First, the smart home is introduced. Second, the capabilities of smart objects are provided, referred to as primitives. Third, the method of using visual programming is explained. Finally, the method of compilation and execution of the code which is generated by blocks is addressed.

Smart Home

Our smart home which is part of the DFKI is a 60 m$^2$ ambient assisted living lab including bedroom, living room, kitchen and bathroom (see Fig. 2). The living lab contains various actuators (e.g., doors and lights) and sensors (e.g., lighting and temperature). Furthermore, two RGB lamps are available with an HTTP interface for color setting. Our application can be applied to any other smart home using web socket communication protocol and RPC technology to control smart objects.

The smart living lab’s main educational use here is letting young students program different objects for different purposes in a real life-size smart environment which is also used by researchers. Additionally, it provides a unique opportunity for them to experience latest innovation and to learn about the future. In this respect, students are enabled to program different real objects in the living lab and to observe reactions of these objects to the program in real-time.

Figure 2: A view of the smart home.

Primitives

Connecting to the server (contains all objects names and status) and each primitive object’s behavior is wrapped in a function that can be called by the students. Primitives are explained in the following.

Objects’ attributes. Three primitives related to server connection and reading object name and status (objects’ attributes) were designed. The connect_server primitive enables students to connect to the webserver and have names and status of all real objects in an array. The get_name is a simple block to return the name of all objects, while using the get_status block allows students to access the status of each object. These blocks allow students to search and access the name and current status of each object.

Changing status. Learners can change the status of each object using their names. Primitives were included not only to change the status of each object which is inserted as an input by the students, but also to show the name, new status and real-time changes. The set_status block was included for changing the status of switchable devices and objects which have a string or number type of value. The status of all dimmable devices can be set using the set_status_dimmer block. The set_statusRGB can be applied for RGB lights.

Application Interface

We used visual programming, specifically Google Blockly [10] to facilitate programming. Blockly includes programming elements such as variables, loops, conditional statements, logical operators and functions. Each element is represented as a block shaped that they can be snapped together like puzzle pieces. Blockly allows custom blocks by defining a block’s appearance, inputs, outputs, and type of connections. The code generator for each block which is written by developers enables Blockly to generate the code syntax of the programming language of our choice. In our application, PHP code is generated out of the blocks. PHP programming language was chosen as it is a powerful server side scripting language to interact with web servers. Furthermore, PHP is a widely-used, free and efficient programming language.

A set of custom blocks was defined for all primitives with inputs, outputs and type of connections. Standard PHP programming language elements are also provided. In addition, some PHP functions were designed such as print_r() to print an array and sleep() to delay the program execution. These functions are used in order to provide more options to control the program flow under a category called Program Control.

With this regard, four panels are designed in the application (see Fig. 1) as follows:

(a) Blockly UI includes a workspace and a toolbox containing both predefined and customized blocks, where learners can find and assemble blocks (see Fig. 1a).
(b) A Code panel demonstrates the generated code and enables learners to edit the code syntax (see Fig. 1b).
(c) An Output panel shows all return values and errors for debugging purposes (see Fig. 1c).
(d) A 2D graphical view displays how the status of each object changes based on the program (see Fig. 1d).

Compilation and Execution

Each block generates PHP code based on their inputs and outputs. The code syntax is generally created by generating code for the blocks which are at the top level of the program.
When the student runs the program, the generated PHP code is sent to the web-server. The application checks whether the Code Modifier mode is enabled or whether the code generated by the blocks should be compiled and executed. In this application, we offer Boolean success values for error handling: `connect_server`, `get_name` and `get_status` return false if the connection is not established; `set_status`, `set_status_RGB` and `set_status_dimmer` return false if the status is not changed and/or if the new status is not applied to the real object.

4 PILOT STUDY

Our application was evaluated in a training session in order to find out whether it was supportive for young learners to learn and make programs. Specifically, the effectiveness and ease of use of the application were assessed, and it was analyzed whether it was beneficial for the learners in order to solve programming problems. A pilot study was conducted with 20 7th graders of a German secondary school (7 girls, 13 boys, age: $M = 13.15, SD = 0.75$). The duration of the training session was 150 minutes.

Design

In this study, in addition to an oral introduction to programming and the programming application, we used supplementary documents – namely worked examples and instructional procedures – in order to help our learners working with the application. As introductory programming is difficult for young learners [2, 24], and they might not listen carefully to the oral explanations or might not remain fully concentrated, supplementary documents were provided in paper form. These documents supported the students while solving the programming tasks with the application. In this respect, the students were randomly divided into two groups: 10 students received worked examples, and the other 10 students received instructional procedures.

All students were inexperienced. At the beginning of the training session, they were asked to rate their prior programming knowledge on a scale from 1 to 5, with 1 “no prior knowledge”, and 5 “with programming experience”. All students rated their prior programming knowledge 2 or below ($M = 1.35, SD = 0.59$). Although prior programming knowledge was rated slightly higher by the students who had worked examples ($M = 1.50, SD = 0.71$) compared to those who had instructional procedures ($M = 1.20, SD = 0.42$), no significant difference was observed, $F(1, 18) = 1.328, p = 0.264$.

Tasks

In this study, the students worked on two tasks. In the first task, focusing on learning variables and iterative logics, the students were asked to fetch and show the name and status of each object in the Output panel after connecting to the server. In this task, differences between variables were demonstrated, and the students were introduced to use a `foreach` loop in order to iterate through the list of all objects. In the second task, differences between operators were demonstrated, and the students worked with loops and conditional statements. They were introduced to use for loops as well as several if statements to change the color of RGB lights based on random integers for several times.

Procedure

At the beginning of the training session, the students received a pre-questionnaire. At the end of the session a post-questionnaire was given to them in order to assess their view on ease of programming with the application. The students were randomly divided into two groups. While one group answered the pre-questionnaire, the other group was introduced to the smart home. Afterwards, the first group was introduced to the smart home, while the second group answered the pre-questionnaire. All objects and their functionalities in the smart home were explained for 20 minutes per group. Then, within each group, pairs of two students were assigned to one computer. Each computer showed a real-time full vision of the smart home during the session using three IP cameras. All students were introduced to general features of programming and the programming application for 50 minutes. Variables, data types, conditional statements, iterative logics, loops, and logical operators, as well as customized functions and primitives were explained. Before starting to work on the programming tasks, the two types of supplementary documents – namely worked examples and instructional procedures – were given to the students. Furthermore, before working on each task, they were presented a program introducing the corresponding task. The two programs respectively were (i) demonstrating the names of all available objects in the smart home, and (ii) changing the status of a dimmer light for one time. Afterwards, the students performed and completed the tasks described in the previous section. Then, they went to the smart home to see the changes in reality. Finally, they worked on the post-questionnaire.

Measures

An objective measure of the application’s effectiveness is the students’ success in performing the tasks. Each task consisted of several steps. Performance was operationalized by the rate of steps completed without errors. The blocks which were generated by the students were checked after the session. We labeled each block with a value and gave a final rate to the whole program based on the blocks which were correctly used and placed. Errors occurred with respect to the students’ syntactic knowledge [24]; for instance, missing variable names or typing errors while using blocks. In addition, errors happened during assembling and manipulating code structure using blocks; for instance, using an if statement block to check a condition without using a `foreach` loop block to get all the objects names; thus, demonstrating flaws in the students’ conceptual and strategic knowledge [24].

In addition, subjective data was collected in the post-questionnaire. At the end of the training session, students were asked to rate the items “is it easy to program with blocks?” and “do you think that you can easily implement ideas by programming with blocks?” using a 5 point Likert scale (with 1 “no”, and 5 “yes”), and they were asked
about their preference of programming with blocks or with code syntax using a 5 point Likert scale (with 1 "definitely with code", and 5 "definitely with blocks"). Furthermore, the students were asked "do you think that it is helpful to be able to see directly in reality whether the program works as desired?", to be answered on a 5 point Likert scale (with 1 "no", and 5 "yes"). Additionally, at the end of the post-questionnaire, the students were asked to provide feedback using two questions, namely "what did you particularly like about the training session?", and "what did you particularly dislike about the training session?" in an open-ended format.

5 FINDINGS
The programming application was evaluated with respect to two aspects; accordingly, in the following, first, results concerning the ease of use are reported; second, students’ performance is analyzed. Additionally, the students’ feedback about the training session is presented.

Ease of Use
The results with respect to the ease of use shows that on average, the students found programming with blocks easy ($M = 4.15, SD = 0.75$), and they found it easy to implement ideas in block-based programming ($M = 4.15, SD = 0.81$). When asked about their preference of programming with blocks or with code syntax, the majority of students had a positive attitude towards programming with blocks, $M = 4.00, SD = 1.21$. Furthermore, the students found that being able to see the impacts of their program in reality is helpful, $M = 4.20, SD = 1.06$. Regarding the ease of programming with blocks depending on the type of supplementary documents, an ANOVA yielded a significant result, $F(1, 18) = 5.44, p = 0.031$, partial $\eta^2 = 0.232$, indicating that students who had worked examples ($M = 4.50, SD = 0.71$) found programming with blocks significantly easier compared to those who had instructional procedures ($M = 3.80, SD = 0.63$) of how to use the programming application. With respect to the other three items (concerning implementing ideas with blocks, preferring blocks or code syntax, and seeing impacts of the program in reality), no significant differences were obtained, all $F < 1$.

Effectiveness
Overall, the students performed 65% of the first task and 84% of the second task without errors. It means that in average, 74.5% of both tasks were completed without errors. Descriptively, in the first task, the students with worked example performed better compared to the students with instructional procedure, 77% and 53%, respectively. However, due to the small sample size ($n = 10$ dyads) no inferential statistics can be provided. With respect to the second task, both groups achieved approximately the same solution rate: 81% for students with worked example, and 87% for students with instructional procedure. In both tasks, the most common errors were setting different values to a same variable, typing errors while defining variables, and using blocks outside of loops and conditional statements where they should be placed within.

Students’ Feedback
We assessed the students’ feedback concerning the training session using the following open-ended questions: “what did you particularly like about the training session?”, and “what did you particularly dislike about the training session?”. These two questions were answered by 15 and 4 students, respectively. Table 1 shows what the students liked and disliked about the training session as well as the number of students who mentioned these aspects.

<table>
<thead>
<tr>
<th>Students’ Feedback</th>
<th>Number of Students</th>
</tr>
</thead>
<tbody>
<tr>
<td>+ program by ourselves</td>
<td>3</td>
</tr>
<tr>
<td>+ tryout by ourselves</td>
<td>3</td>
</tr>
<tr>
<td>+ programming / learning about programming</td>
<td>4</td>
</tr>
<tr>
<td>+ liked ‘everything’ in the training session</td>
<td>2</td>
</tr>
<tr>
<td>+ blocks / learning how to program with blocks</td>
<td>2</td>
</tr>
<tr>
<td>+ programming the smart home was very cool, smart home was great</td>
<td>1</td>
</tr>
<tr>
<td>– explanation at the beginning of the session was difficult to understand</td>
<td>3</td>
</tr>
<tr>
<td>– it was a bit complicated</td>
<td>1</td>
</tr>
</tbody>
</table>

6 DISCUSSION
In this study, the capabilities of a smart home were organized into primitives. These primitives can be applied to other smart homes using web socket communication protocol and RPC technology as a web-based interaction to control household appliances. Primitives were implemented in the application to work with all devices such as dimmable and switchable devices as well as sensors. Inexperienced, young students worked with the primitives to program and observe the impacts of their programs on a real life-size smart home. Furthermore, this application has the advantage of helping students to learn general features of programming and allowing them to program the DFKI’s smart home which is also used by researchers. Generally, the students found block-based programming easy, and largely they preferred working with blocks compared to programming text code. This is supporting the results from a prior study that compared block-based with text-based programming [32]. Furthermore, students thought that they can easily implement new ideas while using blocks and found it helpful to observe the impacts of their programs in reality. These data indicate that the application is useful for young learners without prior programming knowledge. Using the proposed application, inexperienced, young students were motivated to learn and make programs to control different objects in a real life-size smart home. This is in line with findings from [7] which showed that by providing opportunities for children to change and modify the environment, they could gradually build an understanding and make rapid changes.

Google Blockly offers a framework for developers to make programming easier for inexperienced users and young learners. However, keeping in mind that introductory programming is difficult for inexperienced and young students to solve programming problems [2, 24], the visual block-based programming application may still not be fully intuitive for them. In this respect, an oral introduction to general
features of programming and the programming application was presented to the students. Furthermore, in the present work, two supplementary documents were implemented in order to help the students to work with the application and solve programming problems, namely worked examples and instructional procedures. As the students might not listen carefully to the oral explanation or might not remain fully concentrated, these documents were given to them in paper form while using the programming application.

With respect to subjective questionnaire data, the results showed that the students who had worked examples found blocks easier to program compared to the students who had instructional procedures of how to use the programming application, and the students working with examples also performed (descriptively) better in the first task compared to those working with instructional procedures. With respect to the second task, no large difference between the two groups was observed. Overall, in both groups, the performance rate in the second task – which was more complicated than the first task – was better than the performance rate in the first task, indicating substantial learning progress. Thus, when interpreting students’ performance, this indicates a higher effectiveness of the application when students become more familiar with it. In line with this interpretation, errors such as setting different values to a same variable, typing error while defining variables, and using blocks outside of loops and conditional statements where they should be placed within occurred less frequent in the second task compared to the first task. This result is in line with results from [19] that young learners are capable of testing and debugging their programs when they can physically change and modify the environment.

With respect to the students’ feedback about the training session, it can be noted that the students liked the training session because (i) they could program and tryout by themselves, and (ii) they learned about programming and how to program with blocks. However, some of them found it difficult to understand the information provided at the beginning of the session, indicating further need to find ways how to make the very start and the first contact with programming more accessible for young students.

Implications

Being well aware that many teachers and educators do not have immediate access to smart environments, we aim to introduce young learners to an innovative, unique environment which provides possibilities of how computer science can be connected to real-world environments. We support learners and motivate them to learn general purposes of programming. To this end, a visual block-based programming application was developed which enables learners to program and see impacts on a real life-size smart home. The results show that with this application, learners are able to program successfully by themselves. In this respect, visual block-based programming environments are suitable to simplify programming and to remove difficulties, and smart homes can provide a motivating and fascinating context for young learners.

We would like to emphasize that in our study, we directly asked school math teachers to come to the DFKI with their interested students. In this respect, teachers need to allocate a time slot in order to come to us with a group of students, limiting the possible number of students learning with the application.

Future studies with a larger sample size should focus on possible influences of young learners’ gender and competence levels such as prior programming knowledge with respect to visual block-based programming environments and real life-size smart homes. In future work, based on the results obtained in this study, we plan to better adapt our training session to the students’ needs in order to make it easier to understand and follow. Furthermore, students should be enabled to practice self-paced and to perform more creative tasks following their own ideas in the smart home. Including self-paced and creative tasks will also help to better adapt the training sessions to different levels of students’ prior knowledge, and it becomes easier to capture the interests of the individual learners. In this respect, for instance, students shall be allowed to work with micro-controllers (e.g., Arduino or WeMos boards) and mobile robots (e.g., Turtlebot) in combination with smart homes in order to design and create their own innovative ideas. Thus, they can be supported in understanding how robots and micro-controllers can be integrated into smart homes and work with available objects.

7 Conclusion

This paper presents the development and evaluation of an educational block-based programming application and its primitives, enabling inexperienced, young students to program a real life-size smart home. The results show that students can fairly complete programming tasks and make real programs. Common difficulties are revealed which should be addressed in future work; mostly occurring due to different variables as well as sets of blocks which needed to be placed in loops and conditional statements.

The present study shows that inexperienced, young students have a positive attitude toward working with a visual block-based programming environment and are able to program and tryout by themselves. Furthermore, students’ feedback shows that having access to a smart home is interesting. It can help them to see how the environment reacts to their program when it is following the programming principles and structures.

Still, it remains an open question whether different competence levels significantly affect the young learners’ attitude towards using a visual block-based programming environment in the context of smart homes. More detailed knowledge about learners’ performance and their feedback is necessary in order to adapt the learning environment to individual learning prerequisites in an optimal way. However, in order to enable young learners to experience new technologies, learn programming and see its impacts in a real life-size smart home, the present study establishes a sound basis.
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