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Abstract. In the recent years, query answering over Description Logic
(DL) knowledge bases has been receiving increasing attention, and vari-
ous methods and techniques have been presented for this problem. In this
paper, we consider knots, which are an instance of the mosaic technique
from Modal Logic. When annotated with suitable query information,
knots are a flexible tool for query answering that allows for solving the
problem in a simple and intuitive way. The knot approach yields optimal
complexity bounds, as we illustrate on the DLs ALCH and ALCHI, and
can be easily extended to accommodate other constructs.

1 Introduction

The recent use of Description Logics (DLs) in a widening range of fields like
the Semantic Web, data and information integration and ontology-based data
access, has led to the study of new reasoning problems. In particular, accessing
semantically enhanced data schemata expressed by means of DL ontologies via
(extensions of) the popular conjunctive queries (CQs) has become an active area
of research, cf. [3,9,8,11,18]. CQs are in general not expressible in the language
of most DLs (at least not succinctly), and suitable methods for answering CQs
are not always apparent.

The mosaic technique is a well-known method in Modal Logics [17,2], which
has also been applied for reasoning in DLs [14,24]. Mosaics are small ‘blocks’ for
building models, and possibly infinite models are represented by finite sets of
these blocks. Local consistency conditions on mosaics and global coherency con-
dition on sets of mosaics ensure correct model representation. As only finitely
many mosaics must be considered and the global and local conditions are ef-
fectively verifiable, model existence can be decided by finding a suitable set of
mosaics.

Here we discuss an instance of the mosaic technique called knots [6]. Knots
are small tree-shaped mosaics easy to employ for solving the DL knowledge base
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satisfiability problem. An attractive feature of this method is that it can be grace-
fully extended to CQ answering: we mark each knot with a set of (sub)queries
that cannot be mapped locally into the model part the knot describes, and global
conditions on sets of marked knots ensure that a full countermodel for the query
can be constructed from them.

In this paper, we illustrate the approach on the DLs ALCH and ALCHI,
and obtain a worst-case optimal algorithm for CQ answering in both logics in
a transparent way. For illustration of the core technique and to keep matters
simple, we focus on a restricted case considering knowledge bases with a very
simple data component (i.e., ABox), and give a general outline of how the tech-
nique extends to the general setting. As we will see, the marking of the knots
is simple and intuitive, and flexible enough to easily extend to other DLs with
different constructs. Furthermore, it allows for elegant refinements that yield
optimal bounds even in the presence of very subtle sources of complexity.

The rest of the paper is organized as follows. After introducing the DLs we
consider and their query answering problem in Section 2, we describe the knot-
based algorithm in Section 3. This is done in three steps. First, we describe the
generic knot-marking algorithm, and then we show how it can be used in the
two considered DLs to obtain optimal complexity. The extensions to the case
of unrestricted knowledge bases and to other DLs are briefly described next.
Finally, related worked is addressed in Section 4.

2 Preliminaries

We introduce the DLs ALCH and ALCHI considered in this paper and discuss
the basics of conjunctive query answering. We start with defining knowledge
bases. Let C, R, and I be countably infinite sets of concept names, role names,
and individual names. A role is either a role name r ∈ R or an expression r−

(called the inverse role of r). Concepts are defined inductively: (i) all concept
names A ∈ C are concepts, and (ii) if C, D are concepts and r is a role, then
¬C, C u D, C t D, ∀r.C and ∃r.C are concepts. As usual, for an inverse role
r = s−, we write r− to denote s.

An ALCHI knowledge base (KB) K is a finite set of statements of the fol-
lowing form: (i) concept inclusions (CIs) CvD with C and D concepts; (ii) role
inclusions (RIs) r v s with r and s roles; (iii) concept assertions A(a), with a
an individual name and A a concept name; and (iv) role assertions r(a, b), with
a, b individual names and r a role. If K does not contain inverse roles, then it
is an ALCH knowledge base. By CK and RK, we denote the sets of all concept
and role names, respectively, that occur in K.

The semantics is given via first-order interpretations. An interpretation I =
(∆I , ·I) consists of a non-empty set ∆I (the domain) and a valuation function
·I that maps each concept name A ∈ C to subset AI of ∆I , each role name
r ∈ R to a subset rI of ∆I × ∆I , and each individual name a to an element
aI ∈ ∆I . The function ·I is extended to all concepts and roles as follows:



(p−)I = {(y, x) | (x, y) ∈ rI},

(¬C)I = ∆I\CI ,

(C uD)I = CI ∩DI , (C tD)I = CI ∪DI ,

(∃r.C)I = {x | ∃y.(x, y) ∈ rI ∧ y ∈ CI},

(∀r.C)I = {x | ∀y.(x, y) ∈ rI → y ∈ CI}.

An interpretation I satisfies a CI C vD if CI ⊆ DI , an RI rv s if rI ⊆ sI ,
a concept assertion A(a) if aI ∈ AI , and a role assertion r(a, b) if (aI , bI) ∈ rI .
Moreover, I is a model of a KB K (in symbols, I |= K) if it satisfies all inclusions
and assertions in K. A KB is consistent if it has a model.

We now recall conjunctive queries. To keep the presentation simple, we re-
strict ourselves to Boolean conjunctive queries, i.e., queries without answer vari-
ables. Technically, the general case is no more difficult than this restricted one
and admits the same techniques and similar algorithms. We also consider queries
with variables only, and constants can be simulated in the usual way. Let V be
a countably infinite set of variables. A (Boolean) conjunctive query (CQ) is a
finite set of atoms of the form A(x) or r(x, y), where A is a concept name, r is a
role, and x, y ∈ V. The variables occurring in the atoms of q are denoted V(q).
When we work with ALCH KBs, we assume that CQs contain only role names,
but no inverse roles.

A match for q in an interpretation I is a mapping π : V(q) → ∆I such that
(i) π(x)∈AI for each A(x)∈ q, and (ii) (π(x), π(y))∈ rI for each r(x, y)∈ q. If
such π exists, we write I |= q. We write K |= q (and say “K entails q”) if there
is a match for q in every model of the KB K. This defines the problem that we
consider in this paper: given a KB K and a CQ q, decide whether K entails q.
There is one additional simplifying assumption concerning the structure of the
query. As usual and w.l.o.g., we assume throughout the paper that all queries
are connected, i.e., there is only one connected component in the query graph
Gq, which is the directed graph with nodes V(q) that has an edge from x to
y iff r(x, y) ∈ q for some role r. Non-connected queries can be answered by
independently answering each connected component.

In most parts of this paper, we will concentrate on knowledge bases that
contain only a single concept assertion C0(a0) and no role assertions. We call such
a KB simple. Just like the simplifying assumptions that we make on conjunctive
queries, this serves the purpose of an easier exposition. In contrast to those
assumptions, however, this case is technically simpler than the general case. We
will discuss this in more detail in Section 3.4. When deciding query entailment
over a simple ALCHI KB K, it suffices to concentrate on models of K that are
tree shaped. Formally, a model I of K is a tree model if:

1. ∆I is a prefixed-closed subset of N∗ (i.e., of words over the natural numbers);
the empty word is denoted by ε and called the root of ∆I ,

2. if (d, e) ∈ (∃r.C)I for some role r and some concept C, then, for some j ∈ N,
(d, d·j) ∈ rI and d·j ∈ CI , and



3. if (d, e) ∈ rI for some role name r, then, for some j ∈ N, either (i) e = d·j,
or (ii) d = e·j.

If I is a tree model of K, and for each (d, e) ∈ rI we have e = d·j for some j ∈ N
(i.e., if (3ii) never applies), then I is a 1-way tree model. In the case of ALCH
KBs, it even suffices to concentrate on 1-way tree models. From now on, the size
of a knowledge base K is denoted |K|.

Proposition 1. Every consistent simple ALCHI KB K has a tree model, and
for each query q, if K 6|= q, then there exists a tree model I of K such that
I 6|= q. The model I is such that ∆I ⊆ {0, . . . , |K| − 1}∗ and it is 1-way if K is
an ALCH KB.

We note that a similar proposition can be established for non-simple KBs, but
then tree models have to be replaced by forest-like ones; see Section 3.4.

3 Query Answering by Knot Elimination

We describe the knot technique, and show how it can be used to decide CQ
entailment over simple KBs formulated in ALCH and ALCHI, yielding tight
upper complexity bounds. Then we discuss extensions to general KBs and more
expressive DLs.

3.1 Knots

The aim of the knot technique is to obtain a finite representation of potentially
infinite tree models by decomposing them into a collection of small pieces. Each
such piece is described by a knot, a schematic labeled tree of depth ≤1 with
bounded branching. A knot describes a node in the tree model together with all
its successors, fixing the concepts that are satisfied at each node and the roles
connecting the nodes. By restricting ourselves to only the relevant concepts and
roles, we achieve that only finitely many distinct knots exist, and thus every
tree model can be represented as a finite knot set. Conversely, knots can be
viewed as the ‘building blocks’ for a potential tree model. To ensure that knots
can indeed be assembled into such a model, two kinds of conditions are imposed.
Local conditions apply to individual knots and deal with the internal consistency
of the nodes in a knot. Global conditions ensure that instances of the knots in a
set can be assembled together.

We assume from now on that concepts are in negation normal form (NNF).
It is well know that every concept can be converted into an equivalent one in
NNF in linear time. We use ∼C to denote the result of converting ¬C into NNF.
For the rest of the section, fix a simple ALCHI knowledge base K with concept
atom C0(a0).

Definition 1 (Knot). Let cl(K) denote the smallest set of concepts that con-
tains every concept in K and is closed under subconcepts and NNF-negation “∼”.
A concept-type for K is a set τ ⊆ cl(K) such that for all C, D∈ cl(K),



1. C v D ∈ K implies ∼C ∈ τ or D ∈ τ ;
2. C ∈ τ implies ∼C 6∈ τ ,
3. if C uD∈ τ , then {C, D}⊆ τ , and
4. if C tD∈ τ , then C ∈ τ or D∈ τ .

A role-type (for K) is a set ρ ⊆ RK ∪ {p− | p ∈ RK}. A knot for K is a pair
κ = (τ, S) that consists of a concept-type τ for K (called root type) and a set S
of pairs (ρ, τ ′), where ρ and τ ′ are a role-type and a concept-type for K.

A knot κ = (τ, S) can be viewed as a tree of depth ≤ 1, whose nodes are labeled
with subsets of cl(K), and whose edges are labeled with sets of roles. More
specifically, τ is the label of the root node and each pair (ρ, τ ′) ∈ S describes a
successor with edge label ρ and node label τ ′. Next, we define local conditions
for knots which ensure that there are no contradictions within the knot.

Definition 2 (Knot consistency). A knot κ = (τ, S) is K-consistent if:

1. if ∃r.C ∈ τ , then r∈ ρ and C ∈ τ ′ for some (ρ, τ ′)∈S;
2. if ∀r.C ∈ τ , then C ∈ τ ′ for all (ρ, τ ′)∈S with R ∈ ρ;
3. if ∀r.C ∈ τ ′ for some (ρ, τ ′)∈S and r− ∈ ρ, then C ∈ τ ; and
4. if rvs∈K and (ρ, τ ′)∈S, then r∈ ρ implies s∈ ρ, and r− ∈ ρ implies s− ∈ ρ.
5. |S| ≤ |cl(K)|.

A knot being free of local contradictions does not yet guarantee that it can be
part of a tree model as there could be existential restrictions at successor nodes
that cannot be expanded into a full model. We therefore also need a global
condition which guarantees that such an expansion is always possible

Definition 3 (Coherency of knot sets). Given a knot set K, a knot (τ, S) ∈
K is good in K, if for each (ρ, τ ′) ∈ S, there is a knot (τs, Ss) ∈ K with τ ′ = τs.
Then K is K-coherent if (i) each knot (τ, S) ∈ K is K-consistent and good in K;
and (ii) there is a knot (τ, S) ∈ K with C0 ∈ τ .

A tree-shaped model I of K can be decomposed into a K-coherent knot set in
a straightforward way. Conversely, if we have a K-coherent set of knots K, we
can build a tree model of K: start with the knot (τ, S) with C0 ∈ τ as the ‘root
knot’, then repeatedly append suitable successor knots to the leafs of the tree.

Theorem 1. K is consistent iff there exists a K-coherent knot set.

3.2 Non-Entailment of a Set of Tree-shaped Queries

We now present a knot-based approach to decide query entailment in ALCH and
ALCHI, which yields a tight ExpTime upper bound in the ALCH case, and a
tight 2-ExpTime upper bound for ALCHI. We proceed in two steps. The first
step is presented in the current section, where we give a knot-based algorithm
for query entailment in ALCHI that presupposes tree-shaped queries and runs
in ExpTime. In fact, the algorithm works with sets of queries and decides a
special, non-standard version of entailment. The second step is presented in the



subsequent section, where we reduce standard query entailment to the special
case treated in the current section.

We say that a query q is tree-shaped if the query graph Gq is a tree. We assume
that the nodes in tree-shaped queries q have canonical names: the root of Gq is xε

and if xw is a node in Gq with n children, then these children are xw·1, . . . , xw·n.
For a variable xw, we denote by subq(q, xw) the canonical query obtained by
restricting q to the subtree rooted at xw, renaming the nodes accordingly. We
now introduce the special kind of entailment used in this section.

Definition 4 (Directed Entailment). Let K be an ALCHI KB, I be a tree
model of K, Q a set of tree-shaped queries, and q ∈ Q. For d ∈ ∆I , we write
I |=∗ q[d] if there exists a match π for q in I such that π(xε) = d and for every
r(x, y) ∈ q, we have π(y) = π(x) · i for some i ≥ 0. We write I |=∗ q if I |=∗ q[d]
for some d ∈ ∆I , I |=∗ Q if I |=∗ q for some q ∈ Q, and K |=∗ Q if I |=∗ Q for
every tree model I of the knowledge base K.

Observe that the matches used in Definition 4 are directed in the sense that, even
if the tree model is not 1-way, we map every atom r(x, y) ∈ q only “downwards”.
If the tree model is 1-way and the query does not involve inverse roles as in the
case of ALCH, then these matches coincide with standard ones, i.e., we have
K |= q iff K |=∗ {q}.

The algorithm devised in this section decides, given an ALCH or ALCHI
KB K and a set of tree-shaped queries Q, whether K |=∗ Q. The following
characterization of directed entailment is easy to establish.

Proposition 2. Let I be a tree model of an ALCHI KB K, d ∈ ∆I , and q a
tree-shaped query. Then I 6|=∗ q[d] iff one of the following holds:

(i) {A | A(xε) ∈ q} 6⊆ {A | d ∈ AI} or
(ii) there exists a variable xε·i of q such that for each child d·j ∈ ∆I of d we

have:
– {r | r(xε, xε·i) ∈ q} 6⊆ {r | (d, d·j) ∈ rI}, or
– I 6|=∗ subq(q, xε·i)[d·j].

For the rest of the section, fix a simple ALCH or ALCHI KB K and a set of
tree-shaped queries Q. The aim of our algorithm is to decide whether K |=∗ Q
by using knots to verify the existence of a tree model I of K with I 6|=∗ Q (a
countermodel). Proposition 2 suggests that we can do this by extending knots
with auxiliary information that enables us to track the satisfaction of conditions
(i) and (ii) for each query in Q at each node of the tree.

Definition 5 (Marked knots). Let Q∗ denote the smallest set such that Q ⊆
Q∗, and if q ∈ Q∗ and xε·i is a variable of q, then subq(q, xε·i) ∈ Q∗. A Q-marked
knot is a tuple (τ, S, ν) where (τ, S) is a knot and ν : {ε} ∪ S → 2Q∗

.

Intuitively, every node in a Q-marked knot is labeled with the set of those sub-
queries of queries in Q for which a (directed) match of the root should be avoided
at that node. To capture this formally, we define additional local conditions.



algorithm CounterModel(K, Q)
Compute the set K0 of all Q-avoiding knots for K
i := 0
repeat

i := i + 1
Ki := Ki−1 \ {(τ, S, ν) ∈ Ki−1 | (τ, S, ν) is not good in Ki−1}

until Ki 6= Ki−1;
if there is (τ, S, ν) ∈ Ki with C0 ∈ τ then return “ a counter model exists”

else return “a counter model does not exist”

Fig. 1. The knot elimination algorithm.

Definition 6 (Query avoiding knots). A Q-marked knot (τ, S, ν) is Q-avoi-
ding, if for each q ∈ Q, we have q ∈ ν(ε) and that one of the following holds:

(a) {A | A(xε) ∈ q} 6⊆ τ , or
(b) there exists some variable xε·i such that for every (r, τ ′) ∈ S, it holds that

{r | r(xε, xε·i) ∈ q} 6⊆ ρ or subq(q, xε·i) ∈ ν((ρ, τ)).

The above just mimics the conditions in Proposition 2. We now define global
conditions to ensure that the marking is consistent between knots.

Definition 7 (Coherency of marked knot sets). For a set K of Q-marked
knots, we call (τ, S, ν) ∈ K good in K if for each (ρ, τ ′) ∈ S, there is some
(τs, Ss, νs)∈K such that τ ′ = τs and ν((ρ, τ ′)) = νs(ε). Then K is K-coherent if
for each (τ, S, ν) ∈ K, (τ, S) is K-consistent and (τ, S, ν) is Q-avoiding and good
in K.

To show the following, we can now argue as for Theorem 1, additionally using
Proposition 2.

Proposition 3. K 6|=∗ Q iff there exists a K-coherent set of Q-marked knots.

To decide whether K 6|=∗ Q, it thus suffices to decide the existence of a knot set as
in Proposition 3. This is done by knot elimination, inspired by the so-called type
elimination technique due to Pratt; see Section 4. The details of the algorithm
are presented in Figure 1, where we assume that C0(a0) is the concept assertion
in K. The algorithm runs in exponential time since there are only exponentially
many Q-marked knots for K and it can be checked in polynomial time whether
a knot is Q-avoiding and good in a knot set.

Theorem 2. Given K and Q, it can be decided in time exponential in the size
of K and Q whether K |=∗ Q.

3.3 From Unrestricted Queries to Tree-Shaped Ones

We now show how Theorem 2 can be used to derive tight complexity bounds for
standard entailment of a conjunctive query q that is not necessarily tree-shaped
by a simple ALCHI KB K. By Proposition 1, q not being entailed by K implies
that there is a tree model I of K that witnesses non-entailment. Further, any
match π for q in model I gives rise to a rewriting qπ of q as follows:



– the variables of qπ are {xd | ∃x ∈ V(q) : π(x) = d};
– the concept atoms of qπ are {A(xd) | ∃ A(x) ∈ q : π(x) = d};
– the role atoms are {r(xd, xd·i) | ∃ r(x, y) ∈ q : π(x) = d and π(y) = d · i} ∪
{r(xd, xd·i) | ∃ r−(y, x) ∈ q : π(x) = d and π(y) = d · i}

Since q is connected and I is a tree model, qπ is obviously tree-shaped (and
it is straightforward to assign canonical names to the variables). Moreover, the
construction of qπ ensures that I |=∗ qπ, i.e., there is a directed match for qπ

in I. This observation suggests that entailment of q can be verified by replacing
q with a set of tree-shaped rewritings and checking directed entailment.

Definition 8. A tree-shaped query q′ is a tree rewriting of q if there is a sur-
jective map ν : V(q) → V(q′) such that

(i) A(x) ∈ q iff A(ν(x)) ∈ q′, and
(ii) r(x, y) ∈ q iff r(ν(x), ν(y)) ∈ q′ or r−(ν(y), ν(x)) ∈ q′.

Let TRew(q) denote all tree rewritings of q.

Based on the observation above, the following is easy to prove.

Lemma 1. For each simple ALCHI KB K and CQ q, we have K 6|= q iff K 6|=∗

TRew(q).

For an ALCHI KB K, we can thus decide whether K |= q by using the algorithm
from the previous section with Q = TRew(q). Since the cardinality of TRew(q)
is exponential in the size of q, we obtain a 2-ExpTime upper bound. This bound
is tight: in [12], it was shown that CQ entailment over simple ALCI KBs (i.e.,
ALCHI KBs without role inclusions) is 2-ExpTime-hard.

In the case of ALCH, we can replace TRew(q) with a single query! Recall
that ALCH terminologies enjoy 1-way tree models and that we disallow inverse
roles in the query when working with ALCH. Together, this means that if we
have I |= q with I a 1-way tree-model of the (simple) input KB K, we can obtain
a tree-shaped rewriting q′ of q with I |= q′ in a very easy way: simply eliminate
all forks r(x, y), r(x′, y) in q by identifying the variables x and x′. Observe that,
in contrast to the case of ALCHI, this rewriting is independent of the concrete
match π of q in I. Thus, we obtain only a single rewriting q′ (which can be
obtained in polynomial time). As noted already in Section 3.2, we then have
I |= q′ iff I |=∗ q′ which enables the use of the algorithm in the previous section.

Definition 9 (Query rewriting). [12] Let K be a simple ALCH KB, q a CQ
without inverse roles, and let FE(q) denote the result of eliminating all forks in
q. Then K |= q iff K |=∗ {FE(q)}.

We thus obtain an ExpTime upper bound by Theorem 2. A lower bound is
easily obtained by a trivial reduction of satisfiability in ALCH.



3.4 Extensions

The knot-based approach to query answering can be extended to the case of
non-simple KBs and to more expressive DLs than ALCH and ALCHI. We start
with the former. As noted in Section 2, Proposition 1 can be adapted to the
case of non-simple KBs by replacing tree models with forest-shaped ones. More
precisely, such models consist of a core whose relational structure is unrestricted
and a collection of possibly infinite trees whose roots are from the core. The core
contains precisely those elements that are identified by some individual name
in the knowledge base K, and thus its size is bounded by that of K. This also
explains why the relational structure of the core cannot be restricted: it needs
to mirror the role assertions r(a, b) in K.

In the knot approach, the whole core is represented by a single, large knot, cf.
the min-graphs of [20]. To avoid matches when constructing a countermodel, we
now have to deal with three types of matches: (i) matches located purely inside
the core; (ii) matches located partially in the core and partially in one or more
of the trees; and (iii) matches located purely inside a tree. This can be done by a
careful extension of the local and global conditions for marked knots and is most
subtle in the case of ALCH. There, it is crucial to show that, although in matches
of type (ii) there are exponentially many ways to split the query between the
core and the trees, only polynomially many queries need to be taken into account
when avoiding matches in the tree parts [20,13]. The assumption made in this
paper that knowledge bases are simple allows us to concentrate on matches of
type (iii). Though this may appear to be the easiest of the three cases, in ALCH
and ALCHI it is actually the source of complexity: the 2-ExpTime lower bound
for ALCHI in [12] applies to simple KBs, and the complexity does not increase
for non-simple ones [9].

We now come to more expressive DLs than ALCH and ALCHI. It is not hard
to extend our approach to number restrictions by imposing counting constraints
on the successors in knots, thus capturing the DLs ALCHQ and ALCHIQ. The
extended algorithm still yields ExpTime and 2-ExpTime upper bounds, respec-
tively, though some care has to be taken when combiningQ and I. A particularly
interesting extension is provided by transitive roles. In their presence, it is not
possible to generate a set of tree-shaped queries of polynomial size even when
we are working with 1-way models and simple KBs. The knot-based approach
thus yields a 2-ExpTime upper bound [19], which is optimal if the considered
DL also has role inclusions (i.e., if it contains the DL SH) [5]. In [19], a class
of queries is identified for which the complexity of CQ entailment in SH drops
to ExpTime. When we disallow role inclusions, the 2-ExpTime upper bound is
no longer tight. In fact, a somewhat intricate refinement of the knot approach
can be used to show that, in ALC with transitive roles (also known as S), CQ
entailment w.r.t. simple KBs is still in ExpTime [5]. In the same paper, we show
that for non-simple KBs, the complexity raises to co-NExpTime-hardness. In a
nutshell, this is due to matches of type (ii) being more complicated than without
transitive roles and giving rise to an exponential number of queries to be avoided
in the tree parts of models. A tight complexity bound is still missing.



4 Related Work and Conclusion

There is a large number of other approaches to conjunctive query entailment
in DLs, including reductions to satisfiability [9,8,12], automata and tableaux
methods [3,18], and resolution [11]. We omit a detailed discussion due to lack of
space and instead discuss techniques that are similar in spirit to knots. As already
mentioned, knots are a special instance of the mosaic technique [17] that has
been used to obtain decidability and complexity results in modal and description
logic. The reader may refer to [16,2] and consult e.g. [14,24] as examples from
the DL literature. With the exception of [4,23], we are not aware of papers
in which other variations of the mosaic technique have been used for query
answering. Both knots and mosaics are closely related to type elimination, which
has been used extensively in description and modal logic, see e.g. [22,21,10,15].
Roughly, a type is a small mosaic with only one element and type elimination
is the analogue of Figure 1 with knots replaced by types. We remark that the
algorithm in Section 3.2 can also be formulated using annotated types instead
of annotated knots. However, using knots allows for simpler local and global
conditions, especially when extending the approach to more expressive DLs such
as those involving transitive roles.

Summing up, in this paper we have illustrated how the knot technique can
be applied for answering conjunctive queries in DLs. The method is conceptually
simple yet powerful enough to handle different DLs with considerably different
computational properties. To wit, we presented a worst-case optimal algorithm
that directly scales from the DL ALCH to the exponentially harder DL ALCHI.
Given that knots are special mosaics tailored for DLs with tree-shaped models,
investigating the mosaic technique for query answering in more expressive DLs
which lack this property, like (fragments of) SHOIQ and SROIQ, is an inter-
esting topic for future research.
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